Práctico 6 Bis - Arreglos y Matrices

Arreglos o vectores

**Ejercicio 1.1**

**Ingresar 5 números en un arreglo de dimensión 5 y luego mostrarlos.**

#Ejercicio 1.1

import numpy as np

m=[[1],[2],[3],[4],[5]]

print(m)

**Ejercicio 1.2**

**Generar un arreglo de dimensión 20, llenarlo con valores al azar (entero aleatorio en un cierto rango) y mostrarlo luego de llenado.**

#Ejercicio 1.2

import random

import numpy as np

b=0

m=[[],[],[],[],[],[],[],[],[],[],[],[],[],[],[],[],[],[],[],[]]

for a in range (20):

b=random.randint (0,10)

m [a]=b

print(m)

**Ejercicio 1.3 (Arreglo de lógicos (Booleanos))**

**Diseñar un algoritmo que recorra las butacas de una sala de cine y determine cuántas butacas desocupadas hay en la sala. Suponga que inicialmente tiene un array (arreglo) con valores boolea- nos que si es verdadero (verdadero) implica que está ocupada y si es falso (falso) la butaca está desocupada. Tenga en cuenta que el arreglo (array) deberá ser creado e inicializado al principio del algoritmo**

#Ejercicio 1.3

import random

import numpy as np

numpy.random.choice(m,(False,True),size=(10,10)

for f in range (10):

for c in range (10):

if m [f,c]==False:

a=a+1

print("Cantidad de butacas desocupadas: ",a)

print(m)

**Ejercicio 1.4**

**Ingresar 10 números por teclado en dos arreglos alternadamente, 5 en cada uno, y luego mostrar los números ingresados todos juntos en el primer y en el segundo arreglo**

#Ejercicio 1.4

import random

import numpy as np

v1=np.random.randint (0,1,size=(5))

v2=np.random.randint (0,1,size=(5))

for c in range (5):

a=int(input("ingrese un número: "))

v1 [c]=a

b=int(input("ingrese un número: "))

v2 [c]=b

print(v1)

print(v2)

**Ejercicio 1.5**

**Generar un arreglo de dimensión 20, llenarlo con valores al azar, mostrar el contenido del arreglo luego de llenado, mostrar la suma de sus valores.**

#Ejercicio 1.5

import random

import numpy as np

b=0

d=0

m=[[],[],[],[],[],[],[],[],[],[],[],[],[],[],[],[],[],[],[],[]]

for a in range (20):

b=random.randint (0,10)

m [a]=b

print(m)

for c in range (20):

d=d+m [c]

print(d)

**Ejercicio 1.6**

**Generar un arreglo de dimensión 20, llenarlo con valores al azar, mostrar por separado el contenido sus posiciones pares y de las posiciones impares (trabajar sobre posiciones).**

#Ejercicio 1.6

import random

import numpy as np

b=0

m=[[],[],[],[],[],[],[],[],[],[],[],[],[],[],[],[],[],[],[],[]]

for a in range (20):

b=random.randint (0,10)

m [a]=b

print(m)

for c in range (20):

if c%2==0:

print ("Posición Par ", m [c])

else:

print ("Posición Impar ", m [c])

**Ejercicio 1.7**

**Generar un arreglo de dimensión 20, llenarlo con valores al azar, y decir cuántos valores pares contiene y cuantos impares (trabajar sobre contenido).**

#Ejercicio 1.7

import random

import numpy as np

b=0

m=[[],[],[],[],[],[],[],[],[],[],[],[],[],[],[],[],[],[],[],[]]

for a in range (20):

b=random.randint (0,10)

m [a]=b

print(m)

for c in range (20):

if m [c]%2==0:

print ("Número Par ", m [c])

else:

print ("Número Impar ", m [c])

**Ejercicio 1.8**

**Llenar un arreglo de dimensión 5 con número impares y luego mostrarlo en modo invertido.**

#Ejercicio 1.8

import numpy as np

b=0

m=[[1],[3],[5],[7],[9]]

n=4

for f in range (5):

print(m [n])

n=n-1

**Ejercicio 1.9**

**Ingresar 7 valores en un arreglo y posteriormente decir cuál es el mayor de ellos.**

#Ejercicio 1.9

import random

import numpy as np

v=np.random.randint (0,9,size=(7))

v.sort ()

print ("El número mayor es el ", v[6])

**Ejercicio 1.10**

**Buscar los dos mayores de una lista (arreglo) de *N* datos. *N* debe solicitarse por teclado.**

#Ejercicio 1.10

import numpy as np

v= []

a=int(input("Por favor, coloque la cantidad de números a ingresar "))

for i in range (a):

b=int(input("Por favor, ingrese los números "))

v.append(b)

v.sort ()

a=a-1

print ("El número mayor es el ", v[a])

**Ejercicio 1.11**

**Determinar el promedio de 10 notas ingresadas en un arreglo, indicando aprobado o des­aprobado. Siendo el aprobado un mayor al 60%.**

#Ejercicio 1.11

import numpy as np

v= []

a=0

for i in range (10):

b=101

while (b<0 or b>100):

b=int(input("Por favor, ingrese las notas "))

v.append(b)

for c in range (10):

a=a+v[c]

d=a/10

if d>= 60:

print ("Aprobado")

else:

print("Desaprobado")

**Ejercicio 1.12**

**Una escuela tiene un total de 3 aulas con la siguiente capacidad:**

|  |  |
| --- | --- |
| Identificador Aula | Cantidad de bancos del Aula |
| Azul | 40 |
| Verde | 35 |
| Amarillo | 30 |

**Sabiendo la cantidad de bancos de cada aula, el usuario deberá ingresar la cantidad de alumnos inscriptos para cursar tercer grado y el sistema deberá determinar qué aula es la indicada para la cantidad ingresada. La escuela ya sabe que la máxima capacidad de sus aulas es de 40 alumnos, por lo tanto, la cantidad de alumnos inscriptos que ingresa el usua­rio siempre será un número menor o igual a 40.**

**Listas necesarias para resolver el problema:**
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**Ejercicio 1.13**

**Dada las siguientes notas almacenadas en un arreglo:**

**[33, 11, 20, 2, 15, 1, 12, 11, 8, 14, 10]**

**Elimine la nota más baja programáticamente sin usar la función (min) y escribala en pantalla. Luego programáticamente calcule el promedio de notas descontando la nota eliminada**

#Ejercicio 1.13

import numpy as np

v= [(33,11,20,2,15,1,12,11,8,14,10)]

v2=[len(v)-1]

a=0

v.sort ()

print (v[0])

i=1

for i in range (len(v)):

v2.append(v[i])

for c in range (len(v2)):

a=a+v2[c]

d=a/(len(v2))

**Ejercicio 1.14**

**Pida al usuario un número *n* por teclado, y cree un arreglo de tamaño *n* que contenga números primos partiendo desde 2 (un *número primo* es un número natural mayor que 1 que tiene únicamente dos divisores positivos distintos: él mismo y el 1)**

#Ejercicio 1.14

import numpy as np

v= [(33,11,20,2,15,1,12,11,8,14,10)]

v2=[len(v)-1]

a=0

v.sort ()

print (v[0])

i=1

for i in range (len(v)):

v2.append(v[i])

for c in range (len(v2)):

a=a+v2[c]

d=a/(len(v2))

**Ejercicio 2.1**

**Ingresar 12 valores en un arreglo (matriz) de 4x3 y mostrarlo en pantalla**

#Ejercicio 2.1

import numpy as np

m=np.random.randint (0,1,size=(4,3))

for f in range (4):

for c in range (3):

a=int(input("ingrese un número: "))

m [f,c]=a

print(m)

**Ejercicio 2.2**

**Ingresar 20 valores al azar en un arreglo de 5x4 y mostrar las filas por un lado, y luego las columnas por otro.**

#Ejercicio 2.2

import numpy as np

m=np.random.randint (0,1,size=(5,4))

for f in range (5):

for c in range (4):

a=int(input("ingrese un número: "))

m [f,c]=a

print(m)

for f in range (5):

for c in range (4):

print(m[f,c])

**Ejercicio 2.3**

**Ingresar 12 valores en un arreglo de 4x3 y mostrar las sumas de las filas y luego la suma de las columnas.**

#Ejercicio 2.3

import numpy as np

m=np.random.randint (0,1,size=(4,3))

for f in range (4):

for c in range (3):

a=int(input("ingrese un número: "))

m [f,c]=a

print(m)

for f in range (4):

for c in range (3):

print(m[f,c])

print ("La suma de la fila 1 es: "; m[(0,0)]+m[(0,1)]+m[(0,2)])

print ("La suma de la fila 2 es: "; m[1,0]+m[1,1]+m[1,2])

print ("La suma de la fila 3 es: "; m[2,0]+m[2,1]+m[2,2])

print ("La suma de la fila 4 es: "; m[3,0]+m[3,1]+m[3,2])

print ("La suma de la columna 1 es: ";m[0,0]+m[1,0]+m[2,0])

print ("La suma de la columna 1 es: ";m[0,1]+m[1,1]+m[2,1])

print ("La suma de la columna 1 es: ";m[0,2]+m[1,2]+m[2,2])

**Ejercicio 2.4**

**Ingresar 12 valores en un arreglo de 4x3 y cargar la suma de las filas en un arreglo y luego la suma de las columnas en otro arreglo. Luego recorrer y mostrar ambos arreglos.**

#Ejercicio 2.4

import random

import numpy as np

a=np.random.randint (0,9,size=(4,3))

b=np.random.randint (0,9,size=(4))

c=np.random.randint (0,9,size=(3))

b [(0)]=a [(0,0)] + a [(0,1)]+ a[(0,2)]

b [(1)]=a [(1,0)] + a [(1,1)]+ a[(1,2)]

b [(2)]=a [(2,0)] + a [(2,1)]+ a[(2,2)]

b [(3)]=a [(3,0)] + a [(3,1)]+ a[(3,2)]

c [(0)]=a [(0,0)] + a [(1,0)]+ a[(2,0)]

c [(1)]=a [(0,1)] + a [(1,1)]+ a[(2,1)]

c [(2)]=a [(0,2)] + a [(1,2)]+ a[(2,2)]

print (a)

print (b)

print (c)

**Ejercicio 2.5**

**Se ingresan los precios de 5 artículos y las cantidades vendidas por una empresa en sus 4 sucur­sales.**

**Informar:**

1. **Las cantidades totales de cada artículo.**
2. **La cantidad de artículos en la sucursal 2.**
3. **La cantidad del artículo 3 en la sucursal**
4. **La recaudación total de cada sucursal.**
5. **La recaudación total de la empresa.**
6. **La sucursal de mayor recaudación.**

**Ejercicio 2.6**

**Dada una matriz de 5x5 (la misma puede ser completada programáticamente o solicitando al usuario sus 20 números), imprimirla y luego modificar todos los números de sus diagonales por 1. Imprimir la matriz resultante.**

**Ejercicio 2.7**

**Cree una matriz de 3x4 con número enteros (al azar o de manera estática), y luego cree su tras­puesta\*. Imprimir ambas matrices.**

**\* Una matriz traspuesta es el resultado de reordenar la matriz original mediante el cambio de filas por columnas y las columnas por filas en una nueva matriz**

#Ejercicio 2.7

import random

import numpy as np

a=np.random.randint (0,9,size=(5,5))

b=np.random.randint (0,9,size=(5,5))

b [(0,0)]=a [(0,0)]

b [(1,0)]=a [(0,1)]

b [(2,0)]=a [(0,2)]

b [(3,0)]=a [(0,3)]

b [(4,0)]=a [(0,4)]

b [(0,1)]=a [(1,0)]

b [(1,1)]=a [(1,1)]

b [(2,1)]=a [(1,2)]

b [(3,1)]=a [(1,3)]

b [(4,1)]=a [(1,4)]

b [(0,2)]=a [(2,0)]

b [(1,2)]=a [(2,1)]

b [(2,2)]=a [(2,2)]

b [(3,2)]=a [(2,3)]

b [(4,2)]=a [(2,4)]

b [(0,3)]=a [(3,0)]

b [(1,3)]=a [(3,1)]

b [(2,3)]=a [(3,2)]

b [(3,3)]=a [(3,3)]

b [(4,3)]=a [(3,4)]

b [(0,4)]=a [(4,0)]

b [(1,4)]=a [(4,1)]

b [(2,4)]=a [(4,2)]

b [(3,4)]=a [(4,3)]

b [(4,4)]=a [(4,4)]

print (a)

print (b)

**Ejercicio 2.8**

**Dada una matriz de 5x5 con valores enteros al azar entre 1 y 8 0 y 9, generar dos arreglos, uno determinando si aparece el valor mostrado en la matriz, y otro con la cantidad de veces que aparece cada número en la matriz. Los índices de ambos arreglos deben coincidir para el número y su contador. Luego mostrar por pantalla cada número y la cantidad de aparicio­nes que tiene.**

**Dada una matriz de 5x5 con valores enteros al azar ingresados programáticamente entre 0 y 9, generar dos arreglos:**

**uno con valores lógicos (booleanos) que representan si el valor asociado al índice del arreglo aparece en la matriz con el contenido verdadero o falso en caso contrario.**

**otro arreglo con la cantidad de veces que aparece cada número en la matriz, donde el índice del arreglo debe coincidir con el número que aparece en la matriz y su contador.**

**Luego mostrar por pantalla cada número y la cantidad de apariciones que tiene y si perte­nece a alguna celda de la matriz.**

**Ejemplo: Matriz de 5x5**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Fila Columna | 0 | 1 | 2 | 3 | 4 |
| 0 | 0 | 7 | 8 | 5 | 3 |
| 1 | 7 | 0 | 1 | 4 | 5 |
| 2 | 1 | 9 | 3 | 7 | 9 |
| 3 | 6 | 1 | 3 | 9 | 4 |
| 4 | 9 | 1 | 3 | 7 | 6 |

Primer arreglo

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| True | True | False | True | True | True | True | True | True | True |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | S | 9 |

Segundo arreglo

![C:\Users\BIBLIO~1\AppData\Local\Temp\FineReader12.00\media\image7.jpeg](data:image/jpeg;base64,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)

**Ejercicio 2.9**

**Ingresar 12 valores en un arreglo a de 4x3 (al azar o de manera estática), y cargar la suma de las filas en un arreglo b y luego la suma de las columnas en otro arreglo c. Luego recorrer y mostrar ambos arreglos.**

#Ejercicio 2.9

import random

import numpy as np

a=np.random.randint (0,9,size=(4,3))

b=np.random.randint (0,9,size=(4))

c=np.random.randint (0,9,size=(3))

b [(0)]=a [(0,0)] + a [(0,1)]+ a[(0,2)]

b [(1)]=a [(1,0)] + a [(1,1)]+ a[(1,2)]

b [(2)]=a [(2,0)] + a [(2,1)]+ a[(2,2)]

b [(3)]=a [(3,0)] + a [(3,1)]+ a[(3,2)]

c [(0)]=a [(0,0)] + a [(1,0)]+ a[(2,0)]

c [(1)]=a [(0,1)] + a [(1,1)]+ a[(2,1)]

c [(2)]=a [(0,2)] + a [(1,2)]+ a[(2,2)]

print (a)

print (b)

print (c)